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Abstract—When using exploratory visual analysis to examine multivariate hierarchical data, users often need to query data to narrow
down the scope of analysis. However, formulating effective query expressions remains a challenge for multivariate hierarchical data,
particularly when datasets become very large. To address this issue, we develop a declarative grammar, HiRegEx (Hierarchical
data Regular Expression), for querying and exploring multivariate hierarchical data. Rooted in the extended multi-level task topology
framework for tree visualizations (e-MLTT), HiRegEx delineates three query targets (node, path, and subtree) and two aspects for
querying these targets (features and positions), and uses operators developed based on classical regular expressions for query
construction. Based on the HiRegEx grammar, we develop an exploratory framework for querying and exploring multivariate hierarchical
data and integrate it into the TreeQueryER prototype system. The exploratory framework includes three major components: top-down
pattern specification, bottom-up data-driven inquiry, and context-creation data overview. We validate the expressiveness of HiRegEx
with the tasks from the e-MLTT framework and showcase the utility and effectiveness of TreeQueryER system through a case study
involving expert users in the analysis of a citation tree dataset.

Index Terms—Multivariate hierarchical data, declarative grammar, visual query

1 INTRODUCTION

Multivariate hierarchical data are ubiquitous in real-world applications
and can be found in datasets like citation trees of publications [58],
reposting trees in social media [16, 47, 69], and hierarchical tabular
data [33–35]. One technique often used to analyze such hierarchical
data is exploratory visual analysis (EVA), which involves examining
data, extracting patterns, gaining insights, and refining hypotheses [3].
Visual analytics techniques, such as visual encoding and querying, can
facilitate an EVA process by enabling rapid specification of data visual-
izations and transformations [3,55]. While significant progress has been
made in the visual encoding of hierarchical data visualizations [51],
visual querying remains a challenge in the EVA of multivariate hier-
archical datasets. Specifically, the unpredictable characteristic of an
EVA process indicates that users often lack a clear idea of query targets
and must continuously try different queries to reach a goal. However,
the complexity of multivariate hierarchical data, in terms of topologi-
cal structures and node attributes, makes constructing practical query
expressions time-consuming and error-prone.

Take an example of analyzing a citation tree dataset with EVA. Each
node in the citation tree represents a publication with multiple attributes,
such as “topics” and “authors”, while the links among nodes signify
their reference relationships. In this scenario, the tasks of a researcher
include capturing important publications, identifying their various pat-
terns, and comprehending the development of research trends. The
researcher needs to formulate diverse query expressions frequently to
accomplish tasks or validate hypotheses. For instance, the researcher
may query publications within the “graph” topic from the past three
years that have been cited by more than five publications within the
“immersive” research topic to understand the recent intersection of
disciplinary directions. The query expression is related to both node
attributes, like topics, and topological structures, such as the number of
children on specific topics. In particular, the topics and parameters in
the above query might be changed frequently during EVA.

Existing techniques allow users to query multivariate hierarchical
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data by programming and interactive filtering. The programming ap-
proach lets users craft general low-level imperative codes, which can be
easily verified but requires clearly defined goals and query targets, a sig-
nificant burden for non-programming users. Although some declarative
languages for hierarchical data queries [4, 32, 56] are less challenging,
they are usually domain- or task-specific (e.g., the syntax tree in natural
language processing [32], or graph query languages [2, 18, 48, 61]) and
lack adequate support for diverse visual analytics tasks [42]. With the
interactive filtering approach, on the other hand, users can see specific
topology structures and build dynamic queries on multiple node at-
tributes. However, constructing flexible and diverse queries requires
continuous data filtering and checking activities, a very time-consuming
task, especially when the dataset is large. Therefore, we seek an ef-
ficient and expressive query approach that can be integrated into the
EVA process for multivariate hierarchical data.

This work presents HiRegEx (Hierarchical data Regular Expression),
a novel declarative grammar for querying multivariate hierarchical data.
HiRegEx builds upon a tree-specific extension to the multi-level task
topology framework (e-MLTT) [42], a dataset with a collection of 213
tasks from existing studies. We develop a classification of three distinct
targets (node, path, and subtree) from the task abstraction framework
and then define two aspects of target querying, features, and positions.
Specifically, HiRegEx sees a node as the elementary unit that is used to
set constraints on various attributes and borrows operators from regular
expressions to specify parent-child relations [52]. Some new operators
are also introduced to specify sibling relations [36].

Furthermore, we introduce a query-based framework to support the
EVA of multivariate hierarchical data based on the HiRegEx declarative
grammar. The framework is designed to assist users in conducting
exploratory analysis tasks based on the sense-making model [30, 46].
The framework includes top-down pattern specification, bottom-up
data-driven inquiry, and context-creation data overview. We imple-
ment a prototype system, TreeQueryER, to integrate the exploratory
framework. The top-down specification is supported by a visual editor
based on HiRegEx, in which users can construct query expressions
interactively. To conduct bottom-up inquiries, users can test different
query expressions based on a visualized target dataset. The context-
creation overview shows the hierarchical data collection through the
dimension reduction technique and incorporates a graph contrastive
learning model for the computation of similarities among distinct data.

We validate our techniques in two ways. First, we demonstrate the
expressiveness of HiRegEx grammar based on the e-MLTT framework
for hierarchical data. The results indicate that the HiRegEx grammar
effectively supports 174 tasks of the entire task collection, consisting
of 213 tasks. Second, we validate the utility of the TreeQueryER
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prototype system in a case study involving a citation tree dataset. The
results show that users can interactively construct query expressions
for various tasks and confirm the capacity of the underlying framework
to facilitate the EVA process of multivariate hierarchical data.

In summary, the main contributions of this paper are as follows:
• The HiRegEx declarative grammar to facilitate diverse tasks in query-

ing multivariate hierarchical data;

• A query-based exploratory framework for exploring multivariate
hierarchical data, supporting top-down, bottom-up, and context-
creation data query modes;

• The TreeQueryER prototype system that integrates the exploratory
framework for multivariate hierarchical data and is validated through
a case study involving a citation tree dataset. Its source code is
available at https://github.com/bitvis2021/HiRegEx.

2 RELATED WORK

In this section, we review literature in the areas of query languages of
hierarchical data and interactive visual query techniques.

2.1 Query Languages of Hierarchical Data
Hierarchical data query has been extensively studied due to its wide
applications in various domains. A typical application scenario is for
querying syntax trees, which are hierarchical representations of differ-
ent syntactic categories of a sentence, in natural language processing.
Tregex [32] is a query language for syntax trees based on character
matching and supports the specification of relative relationships be-
tween nodes. However, dealing with a large-scale syntax tree with this
approach involves continuously integrative processes, which can be
computationally complex and produce results with poor readability.
In addition, unlike the traditional usage scenarios of hierarchical data
queries, the design of Tregex emphasizes the order between sibling
nodes, imposing some challenges for many users. Moreover, many
databases contain data arranged in a hierarchical structure. Jaql [4] is a
declarative scripting language most commonly used for querying and
processing JSON data, a classic format used for hierarchical data. The
hierarchical query language (HQL) [56] is a language for querying a
hierarchical database. Based on HQL, users can specify transactions
against a database with a hierarchical structure. Both Jaql and HQL are
designed for users to set the attribute value for querying targets, such
as single node attributes or aggregated node attributes. However, these
techniques do not support the specification of the topological structure.

Given a tree as a connected acyclic undirected graph, querying
languages for general graphs can be used in most situations. Cruz et
al. [13] proposed a declarative language called G to support regular
expressions in specifying the path between any two nodes in a graph.
G+ [15] extends G with a summary graph to restructure the results
obtained by a query statement. Furthermore, GraphLog [12] is a query
language for hypertext based on G+, and adds negation and unifies the
concept of a query graph. These graph query languages [12, 13, 15]
use regular expressions to define the path between nodes and allow the
concise specification of relationships between two non-adjacent nodes
within a large-scale graph. In addition to the languages defined over
a simple graph model, industry users also adopt other graph database
query grammars, such as Gremlin [48], Cypher [18], PGQL [61], and
G-CORE [2]. These languages have good expressiveness and support
the specification of topological structures and node attributes. However,
existing graph query languages cannot specify the sibling or same-
level relation expressively, an essential feature of hierarchical data. In
addition, most of these imperative query languages are not intuitive for
users to complete query tasks for multivariate hierarchical data.

Despite the availability of many query languages for filtering hierar-
chies across various scenarios, they often lack the flexibility to support
users in querying multivariate hierarchical data for EVA.

2.2 Interactive Visual Query Approach
In visualization research, efforts on interactive visual queries involve
nearly all data types, such as tabular data, time-series data, event se-
quences, and graphs. The following discussions emphasized the closely

relevant data types with hierarchies: graph, time series, and event
sequence. More specifically, hierarchy is a special graph data with hier-
archical relationships and no circles. In addition, both time series and
event sequences have a linear structure, similar to the decomposition
paths of hierarchies, linked from the root node to the leaf nodes.

Graph data query. Many techniques have been developed for
visual query of graph data. Methods like Graphite [11], VOGUE [5],
and Visage [45], for example, allow users to construct query patterns
for graph data intuitively and present the matching subgraphs of a large
property graph. With Vertigo [14], users can build and recommend
graph queries and delve into their findings within multi-layer networks.
In comparison, VIGOR [44] emphasizes the efficient summarization of
subgraph queries by grouping results according to node characteristics
and structural similarity. VIMO [59] improves the intuitiveness and
flexibility of graph queries by allowing users to sketch the targets
in the query interface and enable users to define structural similarity
constraints directly. Furthermore, to reduce the difficulty in querying
graphs, researchers have paid more attention to data-driven graph query
approaches and developed methods like selecting high-quality patterns
(small subgraphs) automatically from the underlying graph database [6,
23, 67]. All these methods focus on how to specify the graph topology
accurately by constructing subgraph patterns. However, different from
graph data, hierarchical data consists of both parent-child and sibling
relations. Because of the lack of the capability to distinguish these two
types of relations, existing graph query methods fall short on tasks of
multivariate hierarchical data.

Time series query. The most straightforward approach for the visual
query of time series is to interactively select a partial time series as
the query. Users can brush the partial time series of interest through
timeboxes [8, 9, 21, 22] on a two-dimensional space. The extent of the
timebox on the time axis (x-axis) specifies the time of interest, while
the extent on the value axis (y-axis) specifies a constraint on the range
of values of interest within the time. These methods allow users to
draw multiple timeboxes interactively to query a significant amount of
time series data simultaneously. Querying time series using timeboxes
requires users to understand the data clearly. To solve this problem,
QuerySketch [62], QueryLines [49], and Qetch [41] query time series
data using sketching. Users can directly draw on the visualized time
series to find similar instances, and Qetch [41] combines freehand
drawing and regular expressions to query time series data. In addition
to sketching patterns, COQUITO [27] provides a visual interface to
define cohorts with temporal constraints through intuitive drag-and-
drop operations, enabling the exploration and analysis of time series
data with specific temporal patterns.

Data-driven approaches play an essential role in data query when
users cannot precisely articulate targets. Peax [31] is the first deep-
learning-based approach for an interactive visual pattern search in
sequential data. It uses a convolutional autoencoder to capture more
visual details of complex patterns. Zenvisage++ [30], which finds that
sketch-based methods are not always efficient, develops a taxonomy of
visual query system capabilities, including a top-down pattern search
(translating a pattern “in-the-head” into a visual query), bottom-up
data-driven inquiries (querying or recommending based on data), and
context-creation (navigating across different collections of visualiza-
tions). Our effort to develop an exploratory framework for multivariate
hierarchical data is partially inspired by this taxonomy.

Event sequence query. For the interactive visual query of event
sequence data, (s|qu)eries [68] is a multi-attribute event sequence data
query method based on regular expressions. Users can interactively con-
struct their query pattern by adding various constraints on a node-link
diagram. EventPad [10] also uses regular expressions to query event
sequence data. The difference between these two techniques is that
EventPad defines query results as abstract behavior rather than for data
extraction, and supports the aggregation, alignment, and combination of
event sequence data. VESPa 2.0 [28] facilitates the discovery and vali-
dation of movement sequence patterns through interactive exploration
and querying, supporting a bottom-up and data-driven exploration ap-
proach. Beyond the query task, MAQUI [29] offers a novel approach for
recursive event sequence exploration, combining querying and pattern
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Tree:= Node(Branch,…)
Target:= (Tree | Path | Node) - EC

EC:= (ECa|ECe) EC

EPT:= empty

V“   ”: for all

“ | ”: or

“!”: not
“0..*”: repetition
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“$”: leaf
“^”: root“   ”: there existsE

“EC”: Element Composition

Node:= CustomNode | $ | ^ | ·  

Branch:= [<Path>     Branch,…] | EPT{0,   }*
1 | EPTECe:= E(Node){0,   }*

VECa:= (Node) | EPTPath:= (Node|!Node)        Path{0,   }*
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Fig. 1: The formal specification of the HiRegEx declarative grammar.
The first row introduces the overall structure of the HiRegEx specification.
Rows 2 to 5 below present various query targets on the left, grounded in
the e-MLTT framework, while the right side details element compositions
that enable users to specify how these query targets are structured.

mining to help users analyze and understand complex event sequence
data more effectively. Similar to event sequence data, orders exist
between data items in the hierarchical data because of the parent-child
relationships. Therefore, hierarchical data can be decomposed into a
collection of multiple sequences, and the specification of hierarchical
data can borrow ideas from regular expressions.

Visual queries play a crucial role in enabling EVA and offer flexible
filtering capabilities. While visual query techniques for data types with
relational and linear structures have been extensively studied, there
remains a gap in addressing visual query for hierarchical data.

3 HIERARCHICAL DATA QUERY TASK SPACE

In this section, we define the task space related to querying multivariate
hierarchical data. Pandey et al. comprehensively summarized analytical
tasks for tree visualizations and introduced the e-MLTT framework [42],
which enhances the specificity of task abstraction definitions tailored
to tree visualizations. The e-MLTT framework decomposes tree visu-
alization tasks along two dimensions: targets and actions (see Fig. 4
in Pandey’s study [42]). The target is defined as the object related to
the tree visualization tasks, while the action is the operation users per-
formed to accomplish the tasks. Our task space definition is also based
on these two dimensions of the e-MLTT framework, but only keeps
the query-related analytical tasks in the framework. In this section, we
detail the targets and actions in our task space, using the citation tree as
an example to explain relevant concepts and techniques.

3.1 Query Targets
A query target is defined as the object that the query expression aims to
match. The traditional multi-level task typology (MLTT) framework
proposed by Brehmer and Munzner [7] categorizes the target of tasks
into “topology” and “attributes”. The e-MLTT framework [42] further
extends MLTT to include more specificity to support tree-specific tasks.
It divides the specific targets of “topology” for tree visualization tasks
into four categories: tree, subtree, path, and node, and the “attributes”
into two categories: node attributes and link attributes. The query
targets of the HiRegEx grammar fully consider the targets defined in
the e-MLTT framework, except for link attributes. This is because links
in hierarchical data are typically used to represent parent-child relation-
ships, and the e-MLTT framework [42] also indicates that links are less
frequently used for encoding data attributes in tree visualizations, and
tasks related to links are rare in tree visualizations.

3.2 Query Actions
A query action is an operation users perform to accomplish a task. The
e-MLTT framework classifies query actions into three levels (high, mid,
and low). Our focus here is on the mid-level actions—“search”, a
type of operations a user must perform to find targets. Under e-MLTT,
the “search” action is further divided into four subtypes —“lookup”,
“locate”, “browse”, and “explore”—based on whether the knowledge
of targets and locations is available. In particular, search in the “target

known” subtype refers to tasks with explicit knowledge of a target’s
identity. For example, when users want to find some popular papers in
certain directions that have attracted much attention, they can define
a query expression to find publications with more than five iterative
citations within a short period. Conversely, the “location known” search
concerns tasks that clearly describe a target’s position within the tree.
For instance, to understand the ongoing development of a technique,
users can look for the inaugural paper that introduced the technique
and then trace a subsequent path in the citation tree. As a result, all
papers along this path are likely to be related to this technique.

4 QUERY GRAMMAR DESIGN

In this section, we first analyze the design requirements for query
grammar based on the task space for querying multivariate hierarchical
data and then present the detailed grammar specifications of HiRegEx.

4.1 Design Requirements
Existing studies [20,26,43,50] have significantly influenced and shaped
the following two requirements for a declarative grammar designed for
querying multivariate hierarchical data.

R1: Expressiveness. A visualization grammar should have the
capability to articulate the entire design space [17,43]. Hierarchical data
is a generic data type with broad applications in areas such as finance,
biology, and computer science [38, 39]. This implies that the grammar
should support versatile data query functions applicable to various
scenarios involving hierarchical data. The e-MLTT framework [42]
has summarized 213 analysis tasks related to the hierarchical data from
the literature. As mentioned in Sec. 3, query targets in the task space
consist of topology and attribute, while query actions are divided into
four types according to whether “target” and “location” are known.
Consequently, the declarative query grammar should empower users to
obtain different kinds of query targets based on various query actions,
aligning with the requirements of most tree visualization tasks defined
by the task abstraction model.

R2: Conciseness. EVA is a typical usage scenario of query lan-
guages for multivariate hierarchical data. In an EVA process, analysts
often begin with an unclear goal and refine their objectives as they
explore the data [64]. This process necessitates frequent data queries
for effective exploration [19, 54]. To improve the efficiency of EVA,
analysts prefer query expressions that can be easily constructed, such
as higher-level grammar like ggplot2 [63] and grammar-based systems
like Tableau [57]. In addition, analysts need to understand the previous
exploratory analysis process to make informed decisions about further
exploration. Therefore, it is crucial to ensure the conciseness of the
grammar, making it easy for users to understand and construct. The
query expressions should align with users’ cognitive understanding of
analysis tasks to enhance readability and construction efficiency.

4.2 Grammar Specification
Existing research has extensively explored semi-structured data query-
ing [2, 4, 18, 32, 48, 56]. However, these techniques either lack the ex-
pressive power to cover all tree analysis tasks or produce non-intuitive
expressions (R1, R2), making them unsuitable for EVA scenarios.
Since a tree can be viewed as a composition of multiple paths, and reg-
ular expressions provide an intuitive way to represent paths, we extend
regular expressions to support various tasks in multivariate hierarchi-
cal data querying (R1). We present HiRegEx, a declarative grammar
for querying multivariate hierarchical data. Regular expression uses
ordinary characters (“a” to “z”) and special operators to define text se-
quences conforming to a pattern, commonly employed for text querying
and replacement. Similarly, HiRegEx is designed to search multivariate
hierarchical data by specifying patterns through nodes with attribute
constraints and special operators. The operators in HiRegEx are bor-
rowed from the regular expression and further extended according to
the characteristics of the hierarchical data. The simplicity of operators
ensures the conciseness of the query expression (R2).

The specifications of HiRegEx grammar (see Fig. 1) support all
query targets in the e-MLTT framework, node, path, subtree, and tree,
as explained in Sec. 3.1 (R1). Additionally, we also introduce element



compositions to allow users to specify the compositions of various
query targets. Users need to specify different query patterns for various
targets. For node queries, we introduce various constraints for node
attributes. Querying paths necessitates the definition of parent-child
relationships based on node specifications. Moreover, querying sub-
trees and trees entails specifying the complete topological structure,
including parent-child and sibling relationships.

In addition to query targets, our query grammar is also designed to
support different query actions defined in the task space (R1). For “tar-
get known” queries, the grammar assists users in specifying the inherent
features of the target, encompassing topology structures, node attributes,
and element compositions. Furthermore, to facilitate “location known”
queries, the grammar enables users to precisely define the target’s lo-
cation within the entire hierarchical dataset, thereby representing its
positional features.

(1) Node Query. A node is the elementary unit of hierarchical
data and has multiple attributes. The node expression within HiRegEx
enables users to specify patterns for node attributes. We divide the node
attributes into two categories: inherent and additional.
• Inherent attributes, often quantitative data like depth, help users

in specifying target positions (location-known query). In addition,
each node can also be seen as the root of a subtree. Therefore,
HiRegEx allows users to specify the tree-specific attributes in the
node, including size, height, and width. At the same time, the parent-
child relationship defines a strict order between nodes, and each node
is in a unique path starting from the root node. HiRegEx facilitates
users in specifying node attributes according to their related nodes,
with operators “&” and “#” for relative and absolute positions across
levels, respectively. For instance, (degree = &-1) signifies that the
degree of a node is the same as that of its parent, and (degree = #1)
implies equivalence to the degree of the root node.

• Additional attributes are often quantitative and categorical node
features, such as citation number and authors in the citation tree
(target-known query). To articulate the constraints of node attributes,
we introduce several predicate operators in the grammar specifica-
tion, including “>”, “≥”, “<”, “≤”, “=” for quantitative data, and
“∈” for categorical data. Nodes in multivariate hierarchical data are
selected if their attributes satisfy all defined constraints within the
expression. Query results of a node expression consist of individual
nodes within multivariate hierarchical data. We also pre-define three
special nodes: the wildcard node (•), root node (∧), and leaf node
($). The following defines the formal specification of Node:

Node :=CustomNode |$ | ∧ |•

(2) Path Query. Based on the node specifications, we define the
path-related syntax within hierarchical data by detailing the parent-child
relationships. A path in hierarchical data exhibits a linear structure,
wherein node sequence signifies parent-child relationships. Specifically,
the preceding node serves as the parent of the subsequent nodes.

To query paths in hierarchical data, we adopt operators from regular
expressions, including “or” (|), “not” (!), and “repetition” ({min, max}).
The repetition operator empowers users to specify an exact number or a
range. For instance, node2 signifies that the node pattern repeats twice,
and node{2,5} indicates a repetition range from two to five. Users can
specify only the minimum or maximum number of repetitions, such
as node{2,} matching at least two times and node{,5} matching up to
five times. HiRegEx consistently employs a lazy matching strategy
to query paths according to the expression, which means the path
that first satisfies the query expression is the result, concluding the
matching process. An exception arises when the maximum number of
repetitions is unspecified. In this case, the matching process concludes
only if no nodes can be matched. The formal specification of Path is
presented below. For instance, the query expression (authors=“Ben
Shneiderman”){3,} can search for a citation path that indicates Ben
Shneiderman’s continuous iterative studies in a specific research topic.
The formal specification of Path is presented below:

Path := (Node | !Node){min,max}Path
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B

C

B

C

D D D DD

A[<BC>    [<D>   ] ]3+2+

A

B

C

B

C

D D D DD

Nodes in blue indicates 
the matched part

Nodes in red indicates 
the unmatched part

Fig. 2: The explanations of Branch operator in the HiRegEx. The nodes
in blue indicate the matched part with the HiRegEx expression, while the
nodes in red indicate the unmatched part.

(3) Subtree/Tree Query. The above path query expressions facilitate
users in specifying parent-child relationships between nodes, yet the
topological structures of hierarchical data also require the determination
of sibling relations [36]. This section delves into the specification of
sibling relationships that do not dictate the node sequence.

The relations between nodes’ siblings are implied by relations be-
tween paths. To specify the sibling relation, we introduce the Branch
operator, which merges multiple paths and allows users to specify the
repetition number of paths. Notably, an inner path within a Branch
can be followed by another Branch, aligning with the recursive char-
acteristics of hierarchical data. The formal specification of the Branch
operator is expressed as:

Branch := [Path1
{min,max}Branch, · · · ,

Pathn
{min,max}Branch]

(1)

When a path is connected with a Branch, the query results can
only be determined if the matching process is finished. An illustrative
example in Fig. 2 displays two paths (B-C) beneath node A. However,
the nodes in red do not meet the requirement. More specifically, the
repetition number should exceed three according to the expression.
Only one path under node A satisfies the condition, falling short of
the expression’s demand for more than two paths. Finally, the query
expression cannot be matched with the hierarchical data. Based on the
Branch operator, the formal specification of Subtree is shown below.
For example, the query expression for citation tree (authors=“Ben
Shneiderman”)[⟨citation≥200⟩{3,}] can search for a Shneiderman’s
paper which has inspired more than three highly cited papers.

Subtree := NodeBranch

(4) Element Composition. We find that specific query tasks neces-
sitate consideration of the comprehensive element compositions of the
query target (target-known query). For instance, analysts may seek
to identify influential papers by querying citation trees published in
2019, comprising more than ten highly cited papers. To accommodate
such query tasks, we introduce the Element Composition (EC) oper-
ator in HiRegEx, empowering analysts to specify compositions as an
additional aspect of the query target. The specifications of EC can be
categorized into two types: for all (∀, denoted as ECa) and there exists
(∃, denoted as ECe). The formal specification of EC is presented below.

EC := (ECa | ECe) EC

ECa := ∀⟨Path⟩{min,max} | EPT

ECe := ∃⟨Path⟩{min,max} | EPT

Note that the repetition operator(min,max) in EC refers to the occur-
rence number of Path, distinguishing it from the repetition (min,max)
used with the Node. With the EC, we can articulate the task above
through the following expressions.

(year = 2019)[⟨(•){0,}⟩{0,}]-∃(citation ≥ 200){10,}
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context-creation mode offers users an overview of the entire hierarchical data collection. Modules associated with the top-down, bottom-up, and
context creation modes in the framework are denoted by red, orange, and blue triangles.

With all the previously defined operators, we can formally specify
the query target, denoted as Target, as follows.

Target := (Subtree|Path|Node)-EC

5 QUERY-BASED EXPLORATION FRAMEWORK

EVA constitutes an iterative process involving data presentation and
interactive queries [3], aligning with the principles outlined in the visual
information-seeking mantra [53]. This holds for multivariate hierar-
chical data as well. This section presents a query-based exploratory
framework tailored for multivariate hierarchical data. The exploratory
framework, rooted in the visual query sense-making model [30], is
designed to explore multivariate hierarchical data comprehensively.
Illustrated in Fig. 3, the framework provides analysts with three dis-
tinct modes tailored to address various requirements: top-down mode,
bottom-up mode, and context-creation mode.

(1) Top-down mode is designed for a goal-oriented query process
where users have a clear understanding of the target pattern and aim to
search for data instances exhibiting the pattern. As explained in Sec. 4,
HiRegEx is designed based on the task space for querying multivariate
hierarchical data. Specifically, users can convert requirements into
query expressions without low-level programming. After executing a
query expression, users can obtain target data. The challenge in the
top-down mode lies in translating the desired patterns by users into ex-
ecutable query expressions because constructing HiRegEx expressions
in a textual format requires a steep learning curve. More specifically,
users need to memorize operators and parameters in the specification,
and text-based expressions lack cognitive consistency with the query
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Fig. 4: Three visual operators in the query expression, Node, Path, and
Branch, which are the basic components of query expressions.

results of hierarchical data. To address this limitation, we propose a
visual operator for each component in a query expression, including
the Node, Path, and Branch shown in Fig. 4.

(2) Bottom-up mode is a data-driven process enabling users to
identify something of interest from the data collection. In this mode,
analysts are initially unclear about query targets or unable to specify
query patterns accurately. They need to determine the query expression
or specific parameters according to the data collection. The challenge
in this mode lies in generating an appropriate set of stimuli through
recommendations that can prompt further data-driven inquiries.

We devise an expression recommendation algorithm that can derive
several relevant query patterns based on a pre-determined expression
and data collection. The recommendation algorithm checks each item
in the data collection based on the initial HiRegEx expression. For
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Fig. 5: The delete and insert operations for computing tree edit distance.

each data item that fails to match the initial query expression, the
recommendation algorithm iteratively refines the expression through the
following operations until the matching process is finished (Fig. 3a): (1)
changing a node with several constraints to a wildcard; (2) modifying
the repetition of one node; (3) modifying the repetition of one path; (4)
deleting a path from a branch. These four operations are prioritized in
descending order based on their impact on the matching results. After
traversing all entries, the algorithm merges the adjusted expressions
and provides them as recommendation results to users. Details of the
algorithm can be found in the supplemental material.

(3) Context-creation mode aims to assist users in understanding the
data distribution and offering relevant data as context for each query
result, thereby assisting users in subsequent exploration. The design
challenge of the context-creation mode is constructing an effective
overview to reflect the similarities between hierarchical data. The tree
edit distance is a typical metric to quantify similarities in tree-structured
data. It is defined as the minimum-cost sequence of node operations
(e.g., insert) required to transform one tree into another. However, the
tree edit distance lacks consistency with the query expression matching
algorithm, which traverses hierarchical data from top to bottom, as
explained in Sec. 4.2. While tree edit distance might yield a small
value between two hierarchical data, their topological structures can
vary significantly from top to bottom due to operations that allow
inserting or deleting any nodes. For example, Fig. 5 illustrates the
insertion and deletion operations between two hierarchical datasets.
The edit distance between different hierarchies is small. However, their
topological structures differ significantly; one has only one node at the
second level, while the other has four nodes.

To address the above limitations, we construct a semantic overview
based on the topological structures of hierarchical data using a graph
embedding method. Our goal is to learn a low-dimensional represen-
tation that captures the structural information of the graph, ensuring
that graphs with similar structures are adjacent in a two-dimensional
space. To achieve this goal, we first merge hierarchical data with iden-
tical topological structures and then apply a graph contrastive learning
method (GraphCL) [66] to map the structural information of graphs
into high-dimensional vectors. GraphCL employs a contrastive loss
function to maximize the consistency between positive pairs in com-
parison to negative pairs. Fig. 3c illustrates the detailed architecture of
the framework. GraphCL augments each hierarchy in the dataset by
randomly dropping a node and its subtree to construct positive pairs.
To ensure that the hierarchical structure is not significantly changed,
the height of the dropped node should be less than or equal to two.
Considering the node matching process of HiRegEx is from top to
bottom, we design node attributes as depth because the changes in the
node depth can significantly influence the topological structure. Subse-
quently, we apply the t-SNE dimensionality reduction algorithm [60]
to project the high-dimensional latent vectors of hierarchical data into
a two-dimensional space for an overview. From the overview, analysts
can understand the similarities between any pairs of hierarchical data
and identify the patterns/anomalies.

6 TREEQUERYER PROTOTYPE SYSTEM

We have designed and implemented the TreeQueryER prototype system
to facilitate the exploratory visual analysis for multivariate hierarchical
data based on the HiRegEx grammar.

6.1 Design Consideration
DC1: Reducing the cognitive burden for constructing query expres-
sions based on the HiRegEx specification. Constructing HiRegEx
expressions in a textual format has a steep learning curve. Specifi-
cally, users need to memorize the operators and parameters in HiRegEx
specifications. The prototype system should enable users to analyze
multivariate hierarchical data effectively and efficiently. However, man-
ually writing textual query expressions in textual format contradicts
this goal. More specifically, the manual construction process is time-
consuming and query expressions are not intuitive. Inspired by various
visual query studies for graph data [59], event sequence [10], movement
sequence [28], and temporal pattern [27], which support user interac-
tion for constructing visual query patterns intuitively, TreeQueryER
also aims to allow users to construct query expressions through direct
manipulation and display them in a visual format.

DC2: Enabling users to achieve the comprehensive analysis of
multivariate hierarchical data. Different users conduct data analysis
with varying intentions: some may have explicit goals and tasks, some
may lack specific objectives, and some may possess vague goals with
a few initial tasks [3], leading to different data analysis requirements.
During an analytical process, user interests may refine or evolve as
they observe and discover new insights, ultimately seeking the desired
information [24, 25, 64]. This process is a key aspect of exploratory
analysis. Therefore, it is essential to implement various exploration
modes, such as top-down, bottom-up, and context-creation (introduced
in Sec. 5), to support diverse analysis needs [3]. These modes should
be integrated into the system to realize comprehensive data exploration.

6.2 User Interface and Interaction
The user interface of the TreeQueryER system is shown in Fig. 6, and
it includes a visual editor panel, a data overview panel, an expression
recommendation panel, and a tree visualization panel.

The data collection overview panel (Fig. 6a) is tailored to fulfill
the requirements of the context-creation exploration mode. This panel
demonstrates the distributions of multivariate hierarchical data through
a scatter plot. Each node in the scatter plot signifies a sub-collection
with the same topological structure. The scatter plot visualization en-
codes the amount of data in the collection into node size. Distances
between nodes indicate similarities in hierarchical data from the topo-
logical perspective. The scatter plot highlights query results, providing
context for visual query results and aiding users in comprehending
distributions across the entire data collection (DC2). The TreeQueryER
system also enables data filtering by diverse attributes (e.g., size, height,
and width) in the distribution panel (Fig. 6b).

The tree visualization panel displays the results of visualizing
multivariate hierarchical data that match the query expression. We
employ the same color to associate nodes with their matched elements
in query expressions. Users can click on each node within the tree
visualization to inspect detailed node attributes. At the bottom of the
tree visualization panel (Fig. 6c), the TreeQueryER system furnishes
users with thumbnails of the tree visualizations, encompassing the
entire collection matched with the expression.

The visual editor panel (Fig. 6d) facilitates the top-down explo-
ration mode (DC2). It offers users an interface for constructing
HiRegEx expressions through direct manipulations. The design of this
panel adheres to the HiRegEx specification outlined in Sec. 4.2. The
node corresponds to a rectangle, allowing users to define constraints
for multiple attributes. The path corresponds to multiple sequentially
connected rectangles, and users can specify the repetition number of
nodes. Similarly, the branch consists of multiple paths, and users can
specify a repetition number for each path. Components can be dragged
and connected to construct a query expression. Users can connect the
components to denote parent-child relationships. The visual representa-
tion of the expression in the visual editor panel employs the node-link
tree visualization, enhancing consistency with users’ cognitive under-
standing of targets and aiding in identifying matching relationships
between components and query results ((DC1)).

The expression recommendation panel (Fig.6e) is designed to sup-
port bottom-up, data-driven inquiries (DC2). The bottom-up mode is



Fig. 6: The user interface of the TreeQueryER prototype system. (a) data collection overview panel. (b) data distribution panel. (c) tree visualization
panel. (d) visual editor panel. (e) expression recommendation panel.

part of a browsing-oriented process where users lack a clear target or
a specific expression for the target, needing to determine the expres-
sion based on the hierarchical data collection. The query expression
constructed by users in the visual editor panel comprises multiple pa-
rameters that are challenging to determine. For instance, users seeking
important papers may set a criterion that their children in the citation
tree consist of many highly-cited papers, but determining the thresh-
old is challenging. In such cases, the query expressions constructed
by users represent a rough direction rather than a determined pattern
for the targets. After users provide an initial query statement, Tree-
QueryER displays relevant expressions and the quantity of matching
hierarchical data in the entire dataset, thereby accelerating the process
of obtaining the desired expression and query results ((DC1)). Users
can further select the recommended query expression to visualize their
query results in the tree visualization panel (Fig.6c).

In summary, the visual editor panel, expression recommendation
panel, and data collection overview panel can support the top-down,
bottom-up, and context-creation modes, respectively. The tree visual-
ization panel allows users to understand the query results to refine their
query expressions. All the above panels can support users’ analysis for
multivariate hierarchical data.

7 EVALUATION
We validate the above techniques from two aspects. First, we demon-
strate the expressiveness of HiRegEx based on the e-MLTT framework.
Second, we validate the utility of the TreeQueryER system through a
use case on the citation tree dataset in the visualization field.

7.1 Performance Evaluation
Expressiveness of the HiRegEx grammar. We validated the expres-
siveness of the HiRegEx grammar based on the e-MLTT framework.
More specifically, we utilized the HiRegEx grammar to specify the tar-
gets in the 213 tasks underlying the e-MLTT framework. We carefully
recorded the number of tasks that could be supported by the HiRegEx
grammar, with the results detailed in Fig. 7. Out of the 213 tasks,

HiRegEx can support 174 of them. For each category, we selected a
representative task and demonstrated the application of the HiRegEx
grammar to define its target. Among the 39 tasks that are not supported,
7 of them involve no query operations. An example of such tasks is
“comparison of different subtrees”. The remaining 32 tasks primarily
concern computing “extreme” values, such as “find a node having the
maximum attribute value of the second layer”. HiRegEx does not con-
sider aggregation operations for query results. This limitation affects
its effectiveness in these tasks related to extreme values. However, this
shortfall is effectively mitigated by those tools in TreeQueryER that
help users to interactively filtering extreme values within the results set.
Moreover, the experiment results revealed that HiRegEx proficiently
supports tasks related to topology, signifying its capability to represent
the structural attributes of hierarchical data accurately.

7.2 Case Study
We validate the utility of TreeQueryER by collaborating with two ex-
pert users. This section presents a use case on a citation tree dataset
and demonstrates how TreeQueryER can help users achieve a compre-
hensive exploratory visual analysis for the citation tree dataset and get
insights into the development and intersection of research topics.

Dataset. To assemble a thorough and representative dataset for
our study, we crawled a total of 1644 research papers in the field of
visualization, covering the period from 2014 to 2020. This dataset
encompasses a diverse range of publications from IEEE VIS/TVCG,
EuroVis, and PacificVis. The attribute data of each paper include title,
authors, publication date, affiliation, country, and citation list/count.
We then processed the data collection to construct a citation tree for
each paper. In a tree, a paper “b” that cited another paper “a” is a child
node of “a”. This structure enabled us to visualize and analyze the
intricate network of citations within the field of visualization.

Expert Users and Tasks. We invited two experienced visualization
researchers, referred to as E1 and E2, to evaluate the TreeQueryER
system. Both experts have over five years of research experience
in the field. Typically, researchers build citation graphs using tools



Fig. 7: The multi-level task topology of the e-MLTT framework, which consists of three levels, target (high-level), specific target (mid-level), and target
attribute (low-level). Each category provides a representative task and the corresponding query expression using the HiRegEx grammar. The cells
with a yellow background color indicate task categories that HiRegEx cannot fully achieve.

such as Connected Papers [1] to explore papers’ relationships. This
involves manually navigating through citation graphs to understand the
evolution. In our case study, E1 and E2 aimed to explore how research
in graph visualizations, a traditional topic, intersects with deep learning
using TreeQueryER. Before delving into the dataset, they received
an introduction to the TreeQueryER system and the specifications of
the HiRegEx grammar. Then, they used TreeQueryER for exploratory
visual analysis.

Step 1: Querying papers on graph visualizations and deep learn-
ing through the top-down mode. Initially, the experts were given a
brief introduction to the citation tree dataset and various tools provided
by TreeQueryER. Then, they decided to explore papers related to deep
learning techniques and graph visualization. To identify papers related
to graph visualization, they initialized a node in the visual editor, re-
quiring their keyword list to include “graph”. The node, along with the
corresponding constraints of attribute values, was labeled as G (repre-
senting the topic “graph”), as shown in the exp1 of Fig. 8b. Employing
this query expression, the experts retrieved 194 papers.

Step 2: Querying papers cited by deep learning-related papers
using the bottom-up mode. Many publications may not employ deep
learning techniques but still have an impact on this domain. These
papers can provide researchers with valuable inspiration but cannot be
obtained through the above query expression. To retrieve these papers,
the experts constructed another expression to query those cited by more
than five papers related to the “deep learning” topic. They added a
branch with more than five repetitions in the visual editor, comprising
a node labeled DL with a constraint that the keywords included the
term “deep learning”. Connecting this branch with the node G , they
executed the query expression. The resulting query (exp2 in Fig. 8)
had only one paper due to the relatively strict constraint of being cited
by more than five deep learning-related papers. This result hindered a
comprehensive understanding of the dataset. At this point, the bottom-
up recommendations of the HiRegEx expression became pivotal. From
the expression recommendation panel, experts ascertained that the
number of papers cited by one or two deep learning-related papers
was 33 and 10. Based on these recommendations, they adjusted the
parameter of branch repetitions in the query expression to enhance the
diversity of results. Fig. 8c presents the query results. The projection
panel is updated accordingly, highlighting circles that match the query
results in yellow, as depicted in Fig. 8a.

Step 3: Identifying anomalies through the context-creation mode.
The researchers identified distinct clusters by examining the distribu-
tions in the projection panel. From the projection view, they learned
that trees located in the lower right corner exhibited small sizes, in con-
trast to the larger trees represented by circles in the upper left corner, as
shown in Fig. 8a. Based on this observation, they selected a cluster of

interest for in-depth analysis. Upon closer inspection, the researchers
discovered that certain citation trees consisted of only a few levels,
suggesting that the research topics of these papers were outdated and
lacked continued exploration by researchers.

Step 4: Refining the query expression interactively. Furthermore,
they introduced a new branch under the node G , complementing the
constraint that the descendants must comprise more than five papers
after 2019 (denoted as Y ). These constraints were implemented to
ensure that the papers in the query results remain within an active
research area. Executing this refined query expression yielded 14
citation trees. Notably, four trees within the results lacked subsequent
citations, indicating a limited impact. To measure a paper’s impact, they
considered its citations and whether highly-cited papers referenced it.
Accordingly, they set a constraint for the “citation” attribute of “node”
to be greater than ten (denoted as C ). Next, they introduced a new
branch to restrict papers cited by at least one highly-cited paper (exp6
in Fig. 8). Note that the parameters in the above expression are adjusted
by the recommendation algorithm based on the dataset without users’
manual specifications.

From the expression recommendation panel, experts identified an
expression (exp7 in Fig. 8) corresponding to a specific query result
(ViDX [65]), which emerged as the most relevant result for the given
expression. This result pertained to “graph” and was cited by influential
papers on “deep learning”. After retrieving the paper, they explored
the projection view and found that many nearby trees contain another
influential paper, “Analyzing the Training Process of Deep Generative
Model” [40]. They learned that the outlier detection capability of visual
analytics, such as the methods based on Marey’s Graph in the smart
factories usage scenario, can be used to help users identify the outlier
causing a failed training process.

Expert Feedback. We conducted one-on-one 30-minute interviews
with the two experts to gather their feedback on our techniques after
they finished their hand-on explorations. We encouraged them to freely
share their thoughts on our methods as well as their impressions of the
overall experience. Both experts expressed positive attitudes towards
our method and agreed that the system could improve the efficiency
of the paper-searching process. More specifically, they appreciated
the design of HiRegEx. “HiRegEx allows me to flexibly define various
conditions, such as citation counts and papers’ relations. While each
condition alone may not be complex, combining them can be quite
intricate. HiRegEx provides an intuitive and user-friendly way to
describe these queries (E1)”. HiRegEx extends the basic usage of
regular expressions, making it easy for them to understand the rules
and use the grammar conveniently. Furthermore, they appreciated
the ability to construct their query expressions effectively using the
visual editor panel of TreeQueryER. “The visual representation of



Fig. 8: The use case on the citation tree dataset. (a) The data collection overview panel offers the exploration context and highlights user query
results. (b) The process of constructing query expressions comprises seven statements indicating the respective number of query results. The
links between statements reveal the attributes and corresponding constraints. In particular, exp4 and exp7 are suggested by the recommendation
algorithm; (c) The query results of the exp1 statement; (d) The query results of the exp6 statement; (e) The query results of the exp7 statement.

HiRegEx expressions is intuitive, allowing me to quickly turn an idea
into an expression. Through interactive manipulation, I can easily
construct the query expressions I need (E1, E2)”. The visual cues
enabled them to recognize the characteristics of their query statements.
In addition, they found the visual query expression recommendation
approach beneficial for refining their queries and selecting appropriate
parameters. “The recommendation mechanism always provides me with
effective suggestions for the next-step exploration (E2)”. The semantic
overview in the projection view can present the context of query results
and facilitate the identification of patterns for further investigation.

8 DISCUSSION AND FUTURE WORK
Comparison with Existing Query Grammars. The techniques com-
peting with HiRegEx for hierarchical data query include Tregex [32],
Jaql [4], and HQL [56]. For graph data, our competitors are Grem-
lin [48], Cypher [18], PGQL [61], and G-CORE [2]. These existing
techniques differ from our approach in motivation, expressiveness,
available tutorials, and prototype systems. Hence, we did not conduct
a quantitative study to evaluate the efficiency of HiRegEx grammar.
Most existing studies predominantly focus on node attributes, and often
overlooked tree-specific attributes such as size, height, and depth. This
limitation hampers their capability to effectively describe large trees, as
their query languages necessitate detailed node specifications to define
a tree structure accurately. For instance, Tregex [32], tailored for syntax
trees, adeptly specifies topological structures and node attributes but
cannot define constraints from the perspective of tree compositions.
In contrast, Jaql [4] and HQL [56], designed for semi-structured hi-
erarchical database queries, exhibit predetermined topology in their
query targets, restricting users from defining query patterns flexibly.
Gremlin [48], Cypher [18], PGQL [61], and G-CORE [2] are graph
query languages. However, these techniques only partially consider
tree-specific characteristics. PGQL [61] and G-CORE [2] can support
the specification of the sibling relationships of hierarchical data. How-
ever, they do not support queries for a large tree because they need to
specify the query targets in a fine-grained manner.

Expressiveness of the HiRegEx Grammar. The e-MLTT frame-
work, dedicated to tree visualizations, encompasses 213 analysis tasks.
HiRegEx can support 174 of them, as shown in Fig. 7. We have cate-
gorized the unsupported analysis tasks into two distinct groups. Tasks
falling within the first category necessitate user interactions, aggre-
gation, and computation after querying. These tasks involve actions

related to finding the extreme value or aggregating data, exemplified by
queries like “What is the maximum depth of the hierarchy” or “How
many files are there in the directory”. Another common example entails
determining the least common ancestor of two nodes. In contrast, tasks
in the second category are incompatible with query tasks. An illustra-
tive example includes tasks centered around assessing the balance of
trees or subtrees in hierarchical data.

Further Improvements of the Construction Efficiency. Given
the various operators and constraints for the node attributes, the query
expression of HiRegEx cannot be completely expressed or constructed
in the textual format like the traditional regular expressions. Therefore,
we plan to develop a library to integrate the HiRegEx expression with
popular programming languages, like Python, to improve the utility
of the HiRegEx in textual format. Another future work is to improve
user construction efficiency for query expressions by natural language
processing techniques. We will explore natural language processing
techniques to generate the corresponding query expression and expres-
sion description based on Large language models (LLMs) [37] in the
future. To improve readability, we will also explore providing a short
natural language description of the expressions constructed by users.

9 CONCLUSION

To support effective visual query on large, multivariate hierarchical
datasets, we proposed HiRegEx, a declarative grammar designed for
querying multivariate hierarchical data. HiRegEx borrows the operators
from the classical regular expressions and further extends their expres-
siveness according to the characteristics of multivariate hierarchical
data. Based on HiRegEx, we developed a query-based exploratory
framework, which consists of top-down pattern specification, bottom-
up data-driven inquiry, and context-creation data overview. We imple-
mented a prototype system, TreeQueryER, to integrate our exploratory
framework. We validate the expressiveness of HiRegEx based on the
e-MLTT framework. We also demonstrate the effectiveness and utility
of the exploratory framework and the TreeQueryER system through a
case study involving a citation tree dataset.
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