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Fig. 1: Case analysis of the Cpan dataset [29]: (a) the original graph; (b) our simplified graph. The highlighted areas of each subfigure
show the enlarged communities labeled as “1” - “4”. The communities labeled as “1” and “2” are the same, and “3” and “4” are the
same. To make communities “1” and “3” in (a) easier to identify, their nodes and edges are highlighted in blue and red, respectively. To
facilitate the comparison, communities “1” and “2” are aligned vertically, and “3” and “4” are aligned horizontally. In (b), motifs with the
same color and similar shape represent similar communities. The size of the motif indicates the number of nodes in this community. For
more details on our visual encoding scheme, please refer to Sec. 3. Our result provides a clearer expression of community information.

Abstract—With the increase of graph size, it becomes difficult or even impossible to visualize graph structures clearly within the limited
screen space. Consequently, it is crucial to design effective visual representations for large graphs. In this paper, we propose AdaMotif ,
a novel approach that can capture the essential structure patterns of large graphs and effectively reveal the overall structures via
adaptive motif designs. Specifically, our approach involves partitioning a given large graph into multiple subgraphs, then clustering
similar subgraphs and extracting similar structural information within each cluster. Subsequently, adaptive motifs representing each
cluster are generated and utilized to replace the corresponding subgraphs, leading to a simplified visualization. Our approach aims to
preserve as much information as possible from the subgraphs while simplifying the graph efficiently. Notably, our approach successfully
visualizes crucial community information within a large graph. We conduct case studies and a user study using real-world graphs to
validate the effectiveness of our proposed approach. The results demonstrate the capability of our approach in simplifying graphs while
retaining important structural and community information.

Index Terms—Graph visualization, node-link diagrams, graph simplification

1 INTRODUCTION

The graph, a common form of relational data, consists of nodes and
edges. Examples of graphs include social networks, network topologies,
and molecular structures. As the scale of graphs increases, analyzing
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large-scale graphs pose significant challenges in both data visualization
and data mining domains.

In graph visualization, the node-link diagram method is commonly
used due to its intuitive and effective representation. However, as the
scale of graphs increases, corresponding node-link diagrams become
more large-scale, and the structural information within the graphs also
becomes more complex. Effective visualization methods can aid users
in analyzing the structural information within large graphs. One feasible
approach is to simplify large-scale node-link diagrams.

Currently, research on simplifying large graphs mainly focuses
on two directions: glyph-based simplification (e.g. motif simplifi-
cation [16]) and graph sampling [32, 54, 57]). Glyph-based simplifi-
cation abstracts the graph structure, whereas graph sampling reduces
the number of nodes to achieve simplification. Motif simplification
can highlight special graph structures by representing them with motifs
that require less screen space. Therefore, it can be used for analyzing
large graphs and has a wide range of practical applications [16], e.g.,
social media networks [42]. However, these motifs are predefined and



can only be applied to three specific structures (i.e., fan, connector, and
clique) rather than general structures. Graph sampling is used to sim-
plify the analysis and processing of large-scale networks by working
with a manageable subset of the data. This technique can reduce the
graph size but cannot emphasize the community structures in the graph.

Community information in graphs has significant practical applica-
tions. For example, in social networks, community information can
be used to effectively monitor the development of public opinion and
recommend suitable products to users [7]. By comparing the simi-
larities and differences between communities, more precise policies
can be formulated and implemented, enhancing policy effectiveness.
Therefore, extracting and analyzing community structures, as well as
the similarities and differences between them, is of great importance in
areas such as social network analysis [39,48], information retrieval [30],
recommendation systems [22,55], transportation and logistics [23], and
biological network analysis [15].

In the field of graph mining, general community structures in graphs
can be detected by subgraph partitioning [14, 53] and graph embed-
ding [40, 47], and can be compared by graph alignment [8, 27, 28, 41].
These methods effectively assist users in mining community informa-
tion from graphs but lack intuitive expression, which hinders users from
further exploration and understanding.

We integrate graph visualization with related graph mining tech-
niques to propose a novel method for large graph simplification via
adaptive motif design. Our approach first divides a graph into subgraphs
(i.e., communities) based on their structural information, resulting in
numerous subgraph pieces. Then, it clusters similar subgraphs together
and calculates the centroid subgraph for each cluster, which represents
the structural information of that class of subgraphs. Finally, it aligns
the representative subgraphs to obtain their similar structures, thereby
generating a simplified motif that represents the overall structure of
each subgraph. By replacing the original subgraphs with simplified
motifs, the visual complexity of the visualization for the original graph
is significantly reduced, greatly improving visual clarity and readability.
Similar to other graph simplification methods, our approach also results
in information loss, which is inevitable. Although it loses the original
edge information between nodes in different communities, our method
is well-suited for analyzing the overall topology of communities and the
similarities and differences between them. Furthermore, our method is
not limited to analyzing specific community structures. It can automati-
cally generate adaptive motifs for general community structures to help
users visually analyze the characteristics of graphs.

The major contributions of this paper are as follows:
• A novel graph visualization simplification framework, AdaMo-

tif , where the simplification process generates adaptive motifs
automatically, representing the graph structure.

• A novel approach for community similarity representation, en-
suring a uniform layout effect among similar communities to
facilitate the discovery of their similarities.

• A novel method for community difference representation, show-
casing differences among communities with similar structures.

2 RELATED WORK

2.1 Graph Visualization Simplification
Existing research on graph visualization simplification can be catego-
rized into two groups: glyph-based simplification and graph sampling.
Glyph-based simplification achieves simplification by abstracting the
graph structure, while graph sampling achieves simplification by di-
rectly reducing the number of nodes.

Glyph-based Simplification. Using specialized glyphs to represent
corresponding data is an effective visualization method that can be
applied across different datasets [6, 19, 52]. A motif is defined as a
subgraph pattern that occurs more frequently than expected by chance
in a given network [3]. Motif simplification [16] utilizes graphical
representation to simplify the visualization of graphs by designing
special motifs to enhance the readability of graphs, particularly those
with three specific structures (i.e., fan, clique, and connector) rather than

general structures. Apart from motif simplification, other simplification
methods involve merging nodes based on node or edge weights [43,
44, 56]. While effectively reducing the scale of graphs and enhancing
crucial information, these approaches lead to the loss of significant
structural information presented in the original graph.

Graph Sampling. Graph sampling methods are commonly used
to reduce the scale of graphs, and thus simplify the graph visualiza-
tion [11]. Designing effective sampling methods can retain the core
important structures of the graphs while reducing visual clutter. The
MCGS [54] method samples a small number of special nodes to pre-
serve the key structure of the graph. Other graph sampling methods
include Context-aware [57] and Hierarchical [32] sampling, etc. How-
ever, as the sampling rate decreases, more information from the graph
is lost.

While our method also experiences information loss, emphasizing
community structures, similarities, and differences helps users better
analyze the relationships between communities and the overall topology,
leading to a deeper understanding of community dynamics.

2.2 Graph Structure Analysis
Graph mining involves using methods such as graph theory and network
analysis to explore, mine, and understand patterns within graphs.

Graph Clustering. Analyzing the community structure in graphs is
one of the important tasks in graph mining. Common methods for this
include subgraph partitioning, such as Louvain [14] and Infomap [53].
Analyzing the similarity between two graphs can be achieved by com-
puting the graph edit distance [20]. The distance effectively helps us
analyze the structural similarity between subgraphs and can also be
used for subgraph clustering. Furthermore, graph embedding is another
important method that transforms the structural information of a graph
into vector representations [21, 40, 47]. Through graph embedding, we
can map graphs into vector space and then use clustering algorithms
(such as k-means [24], spectral clustering [50], etc.) to cluster graph
vectors, thereby clustering similar graphs.

Graph Alignment. When users need to analyze the correspondence
between nodes in two graphs, graph alignment [41, 49] is an effective
method. Through graph alignment, we can calculate the graph similar-
ity matrix between two graphs, obtaining the similarity of any nodes
between the two graphs. Based on this similarity matrix, we can infer
the correspondence between similar nodes, further understanding and
analyzing the structure and relationships between the two graphs.

Graph Summarization. Descriptive analysis of graphs is also im-
portant [38]. For instance, the VoG method [35] is a large-scale graph
analysis approach based on the maximum description principle. This
method extracts the most descriptive subgraph structures from a large
graph to help users understand its overall characteristics. On the other
hand, the Momo method [10] focuses on analyzing and describing the
similarities and differences between two or more graphs. This method
can compare features such as structures, node attributes, and edge
relationships between different graphs, helping users discover com-
monalities and differences between graphs. Furthermore, the SSumM
method [36] generates sparse summary graphs, summarizing the infor-
mation of the graph to save storage space and analysis time.

Graph structure analysis methods can help users uncover important
information, but their results are often not intuitive. Our approach
employs relevant graph mining methods to extract communities and
identify their similarities and differences, and designs effective visual-
ization techniques to help users intuitively view and understand them.

3 ADAPTIVE MOTIF DESIGN

Our AdaMotif is a novel graph simplification approach aimed at extract-
ing and encoding graph structures into adaptive motifs, thus simplifying
the graph and assisting users in quickly capturing graph community
structures and understanding both the overall and local graph structures.

Fig. 2 illustrates the framework of our approach. The original
force-directed layout graph, with 77 nodes and 254 edges, is shown in
Fig. 2(a). This graph is divided into nine subgraphs, each annotated
with a different color in Fig. 2(b). These nine subgraphs are clustered
into three categories indicated by gray dashed boxes shown in the left



Fig. 2: Our AdaMotif framework overview: (a) the original force-directed layout graph [13]; (b) partitioning (a) into subgraphs annotated with different
colors; (c) clustering subgraphs into categories indicated by gray dashed boxes, selecting a cluster center as the representative subgraph for each
category, and further clustering these representatives into categories indicated by gray dashed boxes; (d) laying out representative subgraphs based
on the super-graph to show similarities and then laying out individual subgraphs to show differences. The red dashed ovals highlight the graph
differences and their encoding in our results; (e) generating adaptive motifs with colors encoding the categories; (f) the final simplified graph.

part of Fig. 2(c), and each category is selected with a representative
subgraph, highlighted with a red dashed box. These three represen-
tative subgraphs are clustered into two categories, indicated by gray
dashed boxes shown in the right part of Fig. 2(c). For the representative
subgraph category with two graphs, a super-graph is synthesized for
further visually representing their similarities in the layout as shown in
the right part of Fig. 2(d). After fixing the layouts for all representative
subgraphs, each non-representative subgraph in Fig. 2(c) is compared
with its representative subgraph in order to generate its layout. Similar
nodes are retained, while different nodes are either marked in white or
gray with an outer ring. Nine motifs for each subgraph in Fig. 2(c) is
generated and illustrated in Fig. 2(e). Finally, the sizes of the motifs are
scaled according to the number of nodes in the respective subgraphs,
and the final result (see Fig. 2(f)) is generated by performing an overall
layout. In the following subsections, we describe each step in detail.

3.1 Subgraph Partitioning

Community information is a key graph structure. We use a mature
community detection algorithm [5] that automatically identifies com-
munity subgraphs without needing prior settings for the number or size
of communities. Fig. 2(b) shows the partitioning result from Fig. 2(a),
with nine subgraphs in different colors. In Fig. 2(b), while most com-
munities are easily identifiable, the yellow, orange, and cyan ones are
intertwined, making visual analysis challenging and highlighting the
need for graph mining algorithms.

3.2 Hierarchical Clustering

Our hierarchical clustering consists of two steps: first, clustering the
subgraphs, and then, for each subgraph category, identifying represen-
tative subgraphs and further clustering these representative subgraphs.

Subgraph Clustering. After detecting community subgraphs, we
want to further present these subgraphs clearly and allow for intu-
itive observation of the similarities between them. For the subgraph
similarity, we measure it using representative vectors computed by
FEATHER [47] and employ the Affinity Propagation method [18] to
cluster subgraphs. Affinity Propagation aligns well with our objective
of generating designs automatically, as it does not require specifying
the number of clusters beforehand. As shown in Fig. 2(c), the nine sub-
graphs are clustered into three categories, each indicated by a dashed
box. We can observe that there is a certain degree of structural similarity
among the subgraphs within each category.

Representative Subgraph Clustering. For each subgraph category,
we compute a representative subgraph based on the cluster center of this
category. These representative subgraphs exhibit fewer differences from
other subgraphs within the same category and are used for subsequent
adaptive motif generation. Furthermore, we conduct another round of
clustering on these representative subgraphs. The three representative
subgraphs in Fig. 2(c) are further divided into two categories and
indicated by gray dashed boxes. In the next subsection, we will rely on
this clustering result to compute the layout of representative subgraphs,
showcasing the local structural similarities between them.

3.3 Subgraph Layout

Our adaptive motif design is highly based on the representative sub-
graphs for each cluster. The adaptive motifs are used to further rep-
resent the original graph, and thus, the structure of the graph can be
effectively simplified. However, this simplification may result in infor-
mation loss. We found that there are certain similarities and differences
between subgraphs in the same cluster and representative subgraphs
in the same cluster. Therefore, we aim to express these similarities



Fig. 3: An example of the similarity-aware representative subgraph layout
algorithm. Nodes with the same color indicate that they are matched
through graph alignment. In (c), the yellow nodes on the periphery are
placed in the center of the generated super-graph in (d). This is not due
to their importance, but because the positions of the blue and yellow
nodes were swapped. The blue nodes needed to be on the periphery to
connect to the unmatched gray nodes. This did not significantly impact
the final similarity-aware layout result in (e).

and differences in our design. Our subgraph layout has two compo-
nents: a similarity-aware representative subgraph layout is designed
to illustrate the similarities between representative subgraphs, and a
difference-aware individual subgraph layout is designed to illustrate
the differences between subgraphs in the same cluster.

Similarity-Aware Representative Subgraph Layout. In the hi-
erarchical clustering step, we classified the representative subgraphs
into clusters, each with certain similarities. We need to extract the
similarities and encode them into our layout. In the field of graph
matching, the maximum common subgraph method can be used to
accurately extract this graph similarity. However, this method is an
NP-hard problem [25, 33] and is only applicable to cases where the
graphs are relatively small. Therefore, we opt for graph alignment
methods [41, 49] to obtain inaccurate graph-matching results. Despite
the presence of some errors, this method has mature algorithms and low
time complexity, making it effective in detecting approximate graph
similarity information.

In our method, we employ the LREA [41] method as a functional
module for graph alignment. It outputs similarity values for each pair
of nodes from two graphs. We prioritize matching node pairs with both
high node degrees and high similarity values, while node pairs with
low similarity values are ignored. Since graph alignment algorithms
are only suitable for aligning two graphs at a time, for clusters with
multiple representative subgraphs, we rely on a synthesized super-graph
to achieve the alignment effect.

For each representative subgraph cluster, if there is only one graph,
we do not synthesize a super-graph (e.g., the cluster at the top of
Fig. 2(d)). If there are multiple graphs (e.g., the cluster at the bottom of
Fig. 2(d)), we select one graph as the basis and align another graph to
generate the super-graph. Fig. 3 illustrates an example of the progress
in generating the super-graph. In Fig. 3(a), the two representative
subgraphs belong to the same category, indicating a certain level of
similarity between them. Therefore, we further use the LREA method
to compute their aligned nodes (i.e., similar nodes) and color them in
Fig. 3(b). Nodes in the upper and lower graphs with the same color are
aligned nodes, while the gray nodes are unaligned nodes. Subsequently,
in Fig. 3(c), we use the upper graph as a basis. The aligned nodes in
the lower graph are removed, and the remaining unaligned nodes are
then connected to the corresponding aligned nodes in the upper graph
based on their connections to the removed aligned nodes, resulting in
the super-graph shown in Fig. 3(d). If there are other graphs within this
representative subgraph category, the super-graph will be continuously
updated as it aligns with other graphs one by one. Next, we apply force-
directed node-link diagram layout [13] to the super-graph to obtain
layout information for all the nodes (see Fig. 3(d)). Then, we align the
node layouts of all the representative subgraphs with the corresponding
node layouts of their super-graphs to illustrate their similar structures
(see Fig. 3(e)). As shown in Fig. 3, the layout transformation of the two
graphs from Fig. 3(a) to Fig. 3(e) facilitates the observation of their
similarities. Therefore, this example of similarity-aware representative

Fig. 4: An example of the difference-aware individual subgraph layout
algorithm. Nodes with the same color indicate that they are matched
through graph alignment. The red dashed ovals highlight the graph
differences in (c) and their encoding in (d).

(a) (b) (c) (d) (e)

Fig. 5: Five node encoding types in the difference-aware individual
subgraph layout algorithm: (a) unaligned nodes; (b) aligned nodes not
linked to unaligned nodes; (c)-(e) aligned nodes linked to unaligned
nodes, and a wider outer ring indicates more linked unaligned nodes.

subgraph layout demonstrates an effective way to show graph similarity.
Difference-Aware Individual Subgraph Layout. For each sub-

graph cluster, we represent their similarities using the representative
subgraph, but they also have differences. To illustrate their differences,
we propose a difference-aware individual subgraph layout method, and
an example is provided in Fig. 4. For each non-representative subgraph
(e.g., the graph in Fig. 4(a)), we first compare it with the representative
subgraph (e.g., the lower graph in Fig. 4(b)) of its cluster using graph
alignment to find their approximately identical parts (i.e., nodes with
the same color in both graphs in Fig. 4(c)). The unaligned parts (i.e.,
the gray nodes in Fig. 4(c)) represent their differences.

Since our adaptive motif is designed based on the representative
subgraph, the differences should be illustrated based on the represen-
tative subgraph. Therefore, based on the representative subgraph, we
identify three different types of nodes: 1) unaligned nodes that belong
to the representative subgraph but do not have corresponding aligned
nodes in the subgraph (e.g., the white node with a dashed boundary
in Fig. 4(d)); 2) aligned nodes connected with unaligned nodes that
do not belong to the representative subgraph but have corresponding
aligned nodes in the subgraph (e.g., the gray node with an outer ring
in Fig. 4(d)); and 3) aligned nodes that are not connected with any
unaligned nodes not in the representative subgraph (e.g., the normal
gray node in Fig. 4(d)). For the first type of node, the edges connected
to this node are also set as dashed lines. For the second type of node,
the radius of the outer ring represents the number of unaligned nodes
connected to this node. A larger radius indicates a larger number of
connected unaligned nodes. Fig. 5 illustrates all node encoding types
in our difference-aware individual subgraph layout algorithm. Fig. 5(a)
shows a white node with a dashed boundary, Fig. 5(b) displays a nor-
mal gray node, and Fig. 5(c)-(e) illustrate three different sizes of gray
nodes with an outer ring that we employ. The radius of all the white
node with a dashed boundary and gray nodes is the same, except for
the outer rings of gray nodes. We use only three sizes of radius for
the outer ring to represent the number of connected unaligned nodes.
The radius of the outer ring in Fig. 5(c)-(e) corresponds to three levels
of node numbers: small, medium, and large. This encoding scheme
can help users roughly identify and distinguish different levels of node
numbers, without the outer rings being too small to identify or too large
to obscure nearby information. We can observe that using the layout of
Fig. 4(e) to represent Fig. 4(a) makes it easier to identify the differences
between a subgraph and its representative subgraph.

3.4 Adaptive Motif Generation
Our adaptive motifs are generated based on the subgraph Layout. That
is, the motifs of representative subgraphs are generated based on the
similarity-aware representative subgraph layout, while the motifs of
other subgraphs are generated based on the difference-aware individual



(a) (b)
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Fig. 6: Cpan dataset [29]: (a) the original graph with three communities in different colors; (b) the simplified graph with three motifs highlighted with
gray boxes; (c), (e), and (g) separately displayed communities in different colors in (a); (d), (f), and (h) separately displayed motifs highlighted with
gray boxes in (b). (c) and (d) represent the same community. (e) and (f) represent the same community. (g) and (h) represent the same community.

subgraph layout. The size of the motif indicates the number of nodes
within the corresponding subgraph. To enhance the visibility of each
motif, we add an outer contour and filled them with color. Different
colors represent different subgraph clusters. The convex hull algorithm
can be used to extract the contours of each subgraph [26]. However,
due to the irregular shapes of each motif, some convex polygons do not
wrap the motifs very tightly. Using concave polygons might be more
suitable, allowing users to capture the distinctive features of the motifs.
Therefore, we adopt the alpha-shape algorithm [17], which supports the
extraction of concave polygon boundaries. For aesthetic purposes, we
further utilize a polybuffer algorithm [1] to enlarge the outer contour
in order to enclose nodes of certain sizes. As shown in Fig. 2(e),
each motif is generated from the corresponding subgraphs in Fig. 2(c)
and represented using our subgraph layout representation in Fig. 2(d).
After generating all motifs, we then perform a force-directed layout
to optimize the overall layout. Our motif design simplifies nodes and
reduces edges in the graph. In our design, edges between nodes in the
original graph are replaced by a single edge connecting motifs, even if
multiple edges existed between nodes within those motifs in the original
graph. We represent the number of edges connecting nodes within these
two motifs in the original graph using the grayscale value of the edge. A
darker grayscale value indicates a higher number of the original edges.
Additionally, we use the edge bundling technique [12, 31] to enhance
the overall visual effect of our method. Fig. 2(f) illustrates the final
simplified effect of Fig. 2(a). Our method is entirely automated and can
adapt to simplify various datasets with different types of subgraphs.

4 CASE STUDY

In this section, we apply our AdaMotif method to three graphs of
different scales and demonstrate the effectiveness of our approach.

4.1 Small Graph

Firstly, we tested our method on a real small graph, which is the
character network from Les Misérables [34] with 77 nodes and 254

(a)

(b) (c) (d)

(e) (f) (g)

Fig. 7: An example of the similarity-aware representative subgraph layout
result: (a) a super-graph generated by (b)-(d) representative subgraphs,
and (e)-(g) represent the corresponding layouts for (b)-(d) based on (a).

edges. Due to its small scale, we can clearly see the overall graph
structure in Fig. 2(a). The nine communities in the graph are labeled
with different colors in Fig. 2(b). We can clearly see the overall graph
structure and identify the six communities located on the periphery.
However, the three communities in the middle (i.e., the orange, yellow,
and cyan communities) are intertwined and difficult to distinguish, let
alone compare them. If the communities are displayed independently
(as shown in the left part of Fig. 2(c)), it is relatively easy to identify and
compare. However, it becomes impossible to examine the community



connections and the overall graph structure.
In our results (see Fig. 2(f)), the communities are displayed as motifs,

making them easy to be identified and compared. Furthermore, we
can determine their scale and category information based on their size
and color. Moreover, we can observe that the blue motif represents a
star-shaped structure (i.e., a central node surrounded by many periph-
eral nodes), the yellow motif represents a clique structure (i.e., highly
interconnected nodes), and the pink motif represents a grid structure
(i.e., most nodes have balanced degrees). Motif “1” has a star-shaped
structure, with the central node possibly being the main character. So,
we checked the original information of the nodes and found that this
is indeed the case. The central node represents Valjean, the protago-
nist of Les Misérables. Additionally, the four yellow motifs represent
communities of closely related characters. In the context of the novel,
these four communities correspond to the characters involved in the
Champmathieu case, the young revolutionaries, the characters associ-
ated with Fantine’s life, and those connected to Valjean’s growth and
transformation. These close-knit communities play a pivotal role in the
development of the novel’s narrative.

The differences between motifs of the same color (i.e., communities
of the same type) can also be roughly discerned by the number of the
white node with a dashed boundary and the gray node with an outer
ring. In Fig. 2(f), the four blue labeled motifs have different sizes.
Although motif "2" is the same size as the representative subgraph
motif "1", it still has subtle structural differences compared to motif
"1". This is because it contains one white node and one gray node
with an outer ring. The other two slightly smaller motifs "3" and "4"
contain multiple white nodes, indicating that they are simpler than the
representative motif’s star-shaped structure, resembling more like a
small star dragging a long tail. These structural differences are difficult
to discern in Fig. 2(b), let alone in Fig. 2(a). Although Fig. 2(c) can
provide clear community similarities and differences, the community
connections and the overall graph structure are missed.

However, the community connections are also clearly shown in our
result (see Fig. 2(f)), since the number of edges is greatly reduced
after graph simplification. For example, the blue motif in the bottom
right corner and the orange motif on the rightmost are connected by
a dark gray edge label with “5”, indicating that there are many edges
connecting nodes between these two motifs. However, specific edge
information between nodes is lost. This is an inevitable consequence
of information loss caused by graph simplification.

Therefore, our method can help users identify communities and
compare their similarities and differences, while also allowing them to
examine the community connections and the overall graph structure.
This cannot be achieved solely with Fig. 2(b) or (c). This example
demonstrates that our method works well for small graphs.

4.2 Medium-Sized Graph
Secondly, we tested our method on a medium-sized graph named
Cpan [29], which is a collaboration network with 839 nodes and 2,127
edges. This graph depicts the relationships between developers using
the same Perl modules. Fig. 1(a) shows the original graph with the
force-directed layout, while Fig. 1(b) illustrates our simplified result.
In Fig. 1(a), only communities with big star-shaped structure can be
clearly observed, one of them is highlighted with gray box labeled as
“1”. Communities with other structures, such as clique structure, grid
structure, or more general structures, are difficult to identify due to the
high density of nodes and edges.

In Fig. 1(b), communities with both big star-shaped structure and
other structures can be easily identified. The community labeled as
“1” and “2” in the gray box are the same one. We can observe that our
motif effectively captures the star-shaped structure of this community.
Many structures that are not distinguishable in Fig. 1(a) can be clearly
identified in Fig. 1(b). For example, the community “3” and “4” in
the gray box are the same one. The nodes of community “3” are
highlighted in red in Fig. 1(a), and it can be observed that these nodes
are relatively scattered, making community “3” difficult to identify.
However, our motif for community “4” effectively captures the structure
of this community and is easily recognizable.

In Fig. 6(b), users can observe that all the communities are divided
into five categories based on the motif colors. Three motifs from
different community categories are highlighted with gray boxes and
numbered. Their corresponding communities are difficult to identify
in Fig. 6(a), even though we have also highlighted them with corre-
sponding colors. The community corresponding to the green motif
labeled as “1” in Fig. 6(b) is also marked in green in Fig. 6(a). The
same applies to the other two numbered motifs. In Fig. 6(a), the three
communities colored in yellow and green are intertwined, making them
difficult to identify and even harder to compare. However, they are
easily identifiable and comparable in our results shown in Fig. 6(b),
due to the use of different motifs. Fig. 6(c) and (d) represent the same
community. Fig. 6(e) and (f) represent the same community. Fig. 6(g)
and (h) represent the same community. Through comparison, it can be
observed that our motif effectively represents the community scattered
in the original graph, making them clear and easy to identify.

Furthermore, we verified the effectiveness of our similarity-aware
representative subgraph layout result. By examining the intermediate
results of our program, we found that the five representative subgraphs
of this graph have been divided into two classes: one containing two
subgraphs and the other containing three. The super-graph generated
by the class with three representative subgraphs is shown in Fig. 7(a),
and the three representative subgraphs before and after super-graph
alignment are shown in Fig. 7(b)-(g). We found that the alignment
effect of the super-graph is quite evident. In Fig. 7(b)-(d), there is a
prominent star-shaped node in each, representing nodes with high simi-
larity. However, in Fig. 7(b), this node is located below; in Fig. 7(c),
it is located above; and in Fig. 7(d), it is located to the right, result-
ing in inconsistent positioning, which makes it difficult to compare
them. In contrast, in our results in Fig. 7(e)-(g), these prominent star-
shaped nodes are all positioned at the top of the graph, making them
easy to compare. Therefore, our similarity-aware representative sub-
graph layout algorithm can effectively demonstrate the similarities and
differences between communities.

Fig. 8: Using both color and Bubble Sets [9] to show communities in the
AS-733 dataset.

4.3 Large Graph
Finally, we tested our method on a large graph named AS-733 [37],
which is an autonomous systems network on the Internet with 6,474
nodes and 13,895 edges. From the previous case study about Cpan, we
observed that for medium-sized graphs, the community information
becomes difficult to recognize from the original graph visualization,
even when using colors to encode the communities (see the colored
communities in Fig. 1(a) and 6(a)). Therefore, for the AS-733 graph,
which is much larger than Cpan, we tried to represent different com-
munities using both color and Bubble Sets [9] in the original graph
visualization (see Fig. 8). As shown in Fig. 8, the scale of the graph has
indeed become quite large. Although using Bubble Sets can better en-
code communities with scattered nodes, it is still difficult to recognize
any community in areas with too many overlapping communities (e.g.,



(a) (b)

Fig. 9: AS-733 dataset: (a) the Primitive AdaMotif result that executes our subgraph partitioning and hierarchical clustering but does not execute our
subgraph layout; (b) our AdaMotif result.

the central area in Fig. 8) due to the overlapping of many Bubble Sets.
Therefore, it is necessary to represent the nodes of each community in
a consolidated manner (e.g., our motif shapes) and avoid overlap.

Next, we implemented a simplified version of AdaMotif , called Prim-
itive AdaMotif. Primitive AdaMotif executes our subgraph partitioning
and hierarchical clustering, but does not execute our subgraph layout.
It also uses our outer contour and colors to represent each community.
The size of the outer contour indicates the number of nodes in the com-
munity. To facilitate the comparison between Primitive AdaMotif and
AdaMotif , we used the same encoding scheme to represent the edges
between motifs and applied the edge bundling technique. Their results
applied to the AS-733 graph are shown in Fig. 9(a) and (b), respectively.
In both results, the graph is simplified into multiple structures, signifi-
cantly reducing the scale of the graph and enhancing the utilization of
screen space. Additionally, we can quickly identify four big star-shaped
communities (i.e., the four large pink communities). Despite the large
number of nodes, we can still identify multiple communities and their
categories via the colors from the results of both Primitive AdaMotif
and AdaMotif , as shown in Fig. 9(a) and (b).

However, it is hard to compare communities to identify their simi-
larities and differences by using Primitive AdaMotif. On the contrary,
AdaMotif shows clear advantages. Firstly, for comparing different
types of communities (i.e., communities of different colors), as shown
in Fig. 9(b), it is easy to see that the pink and blue motifs are both
main star-shaped communities, while the green motif contains multi-
ple star-shaped communities. Given the diverse community shapes in
Fig. 9(a), it is not easy to draw such conclusions by visual inspection
alone. Secondly, for comparing communities of the same type (i.e.,
communities of the same color), it is relatively easy to distinguish the
differences among the four large pink star-shaped motifs located in the
middle of Fig. 9(b). This is because, based on the graph alignment
result, white nodes (indicating that this community actually does not
have this node compared to the representative subgraph) and gray nodes
with an outer ring (indicating that there are still some nodes in this
community that are not displayed) are marked, which facilitates visual
comparison. This last example demonstrates that our method performs
well on large graphs as well and shows its advantages over the original
graph visulaization and the result of Primitive AdaMotif.

We implemented our AdaMotif method on a desktop with the
Windows 10 operating system, Intel Core i3-12100F 3.3GHz CPUs,
NVIDIA RTX 2060 12GB graphics card, and 16GB of memory. The
computation times of our method for datasets used in Fig. 2, Fig. 6, and

Table 1: The accuracy and time taken for tasks between the original
graph and the AdaMotif . The tested datasets are classified into three
scales, and the tasks are divided into three categories.

Scale Task Accuracy Time(s)
Original

graph AdaMotif Original
graph AdaMotif

Small
graph

Similarity 0.433 0.817 30.38 28.403
Difference 0.867 0.867 29.305 21.360
Graph size 0.517 0.750 23.790 25.055

Medium
-sized
graph

Similarity 0.350 0.817 46.019 30.163
Difference 0.683 0.650 29.445 27.218
Graph size 0.383 0.467 49.518 47.075

Large
graph

Similarity 0.250 0.900 31.775 20.500
Difference 0.600 0.733 19.763 14.802
Graph size 0.183 0.317 27.005 32.403

Fig. 9 are 15.12s, 21.9s, and 41.46s respectively.

5 EXPERT INTERVIEW

To further assess the effectiveness of AdaMotif , we presented the AS-
733 graph to a computer network expert with over 15 years of experi-
ence in High-Performance Routing and Internet Architecture. He found
AdaMotif beneficial for research, as it classifies Autonomous System
(AS) communities and provides a global view of Internet topology. Our
method effectively highlights similarities and differences between com-
munities, aiding in identifying critical parts of the Internet, optimizing
performance, and improving security. By analyzing the similarities
and differences between AS communities, the security of each AS
can be assessed. For example, it is critical to monitor and analyze the
security incidents of computer networks, which can exist in different
communities [45]. With AdaMotif , the network security practition-
ers and researchers can investigate the similarities and differences of
communities that have experienced security incidents, enabling them
to identify and respond to security threats. He also noticed that our
motifs lose some information about the original nodes and edges. He
suggested adding more interactive features to help them view such
information simultaneously. Overall, our method is very promising,
and he is eager to apply AdaMotif to visualize other large graphs of
computer networks he needs to analyze.



Table 2: The results of the normal distribution test for the objective ques-
tions (∗, p < 0.05), where * indicates that the data significantly deviates
from a normal distribution.

Task Method Wacc pacc Wtime ptime

Similarity Original graph 0.938 0.641 0.565 <0.001*
AdaMotif 0.919 0.504 0.793 <0.001*

Difference Original graph 0.908 0.425 0.697 <0.001*
AdaMotif 0.975 0.924 0.671 <0.001*

Graph size Original graph 0.884 0.285 0.585 <0.001*
AdaMotif 0.863 0.198 0.775 <0.001*

Table 3: The results of the normal distribution test for the subjective ques-
tions (∗, p < 0.05), where * indicates that the data significantly deviates
from a normal distribution.

Task Method W p
Overall

structure
Original graph 0.952 0.019 *

AdaMotif 0.794 0.000 *
Local

structure
Original graph 0.886 0.004 *

AdaMotif 0.845 0.000 *

6 USER STUDY

We performed a formal user study to further investigate the effectiveness
of the AdaMotif . The user study compared the AdaMotif method with
commonly used force-directed node-link diagrams.

6.1 Hypothesis
To guide the user study, we formulated four specific hypotheses:

H1. AdaMotif offers a more robust advantage in finding and analyz-
ing communities. Our method reveals that communities with analogous
motifs are similar, allowing for clear identification of structurally alike
communities within the graph.

H2. AdaMotif aids in pinpointing distinctions among comparable
communities. While these communities share motifs, their internal
subgraphs reveal unique characteristics.

H3. AdaMotif facilitates a more intuitive visual estimation of the
graph’s size. Our method enables an initial approximation of the size
of similar subgraphs across different communities, which in turn aids
in estimating the overall graph size.

H4. AdaMotif performs better in understanding both the overall
structure (H4a) and local structure (H4b) of the graph. Our method
displays multiple communities and showcases both their commonalities
and differences, making it easier to be aware of structural information.

6.2 Study Design
Our study was structured around a within-subjects design, incorporating
both objective and subjective questions. For the objective questions, we
employed a Latin-Square sequence to mitigate order effects. Regarding
the subjective questions, we conducted semi-structured interviews with
identical questions for all the participants. This uniform set of questions
was applied across all datasets and methods to maintain consistency.

Tasks. We designed the research tasks and methodology by employ-
ing common graph visualization tasks and user rating evaluations. We
referred to relevant research methods [2, 16] and validated our hypothe-
ses. Our tasks were multiple-choice or fill-in-the-blank questions, and
the accuracy was determined by whether the answers were correct. The
specific tasks are as follows:
1. Similarity. About how many communities similar to the highlighted
community exist in the graph?

2. Difference. Which community has the largest number of nodes
among the four given similar communities in the graph? These four
communities are highlighted in the graph with different colors.

3. Graph Size. About how many nodes are in the graph? (Each option
is an interval range. The interval ranges are determined based on the
scale of the graph.)

(a) (b)

Fig. 10: Means and standard errors of the Original graph and AdaMotif
on similarity, difference and graph size (∗, p < 0.05).

Fig. 11: Means and standard errors of the Original graph and AdaMotif on
overall structure and local structure on a 7-point Likert scale(∗, p < 0.05).

4. Understandability. There are four evaluation tasks: assessing the
overall comprehensibility of the original graph, the comprehensibility
of its communities; the overall comprehensibility of the AdaMotif
graph, and the comprehensibility of its communities. All evaluations
are conducted after completing tasks for all tested datasets.

Dataset. We used six datasets which represent three tiers of graph
sizes. Small graphs: 1) Aves16 [46], which has 64 nodes and 177
edges; 2) The character network from Les Misérables [34], which has
77 nodes and 254 edges. Medium-sized graphs: 3) Bio-diseasome [46],
which has 516 nodes and 1188 edges; 4) Cpan [29], which has 839
nodes and 2,127 edges. Large graphs: 5) AS-733 [37], which has
6,474 nodes and 13,895 edges; 6) LastFM Asia Social Network [47],
which has 7,624 nodes and 27,806 edges.

Participants. We recruited 30 participants (19 males and 11 females)
for our user study. Among them, 19 participants have a background in
computer-related disciplines, whereas the remaining 11 are from vari-
ous backgrounds in non-computer fields. Additionally, 16 participants
have prior knowledge of graphs, in contrast to 14 who are not. We ran-
domly assigned participants into two groups. Subsequent adjustments
were made to balance the groups, ensuring equitable representation
across gender, field of study, and familiarity with graphs. This was
done to meet the requirements of the within-subjects design.

Procedure. Each participant took approximately 30 minutes to com-
plete the tasks. With each dataset divided into original and AdaMotif
graphs, and with the same tasks for each, there are a total of 36 ques-
tions across the six datasets. After completing the dataset tasks, there
are four evaluation tasks, making it a total of 40 tasks per participant.
We set a timer for the first 36 dataset tasks to assess the speed of partici-
pants’ responses. Two additional, simple tasks involving counting only
a limited number of nodes (⩽ 8) and communities (⩽ 4) served as an
attention check for participant attentiveness. A reward mechanism was
implemented to incentivize focused participation, based on the local
minimum hourly wage standards (i.e., 30 RMB per hour in Shenzhen,
China).

6.3 Result
We conducted statistical analysis for each graph size separately, taking
into account both the original and simplified graphs. We tracked the
accuracy and the duration required by users to complete the tasks. At
the smallest graph dimensions, our method excelled in the similarity
task, while its performance in the remaining tasks aligned closely
with that of the original graphs. However, as the scale increased, the
advantages of our method became more pronounced. Details are in



Table. 1. Additionally, we conducted a statistical analysis across all data
sizes and tasks to reflect their performance, which we represented using
error bars. Details are in Fig. 10. Overall, the AdaMotif outperformed
the original graph across all tasks. Consistently, our method obtained
better results in understandability tasks. Details are in Fig. 11.

We conducted an analysis of the obtained statistical results. For each
task, we performed measures analysis of means and standard errors
on the collected data. For measures with statistically significant dif-
ferences, we employed the following test protocol: Given the use of
non-standardized scales, it was imperative to first ascertain the normal-
ity of the data distribution. We performed the Shapiro-Wilk test for
each task’s data to verify normal distribution adherence. In cases of
normal distribution, an independent-samples t-test was utilized for met-
rics with significant differences. Conversely, for data not conforming
to normal distribution, the Wilcoxon signed-rank test was applied. The
specifics of normal distribution test are detailed in Table. 2 and 3.

Similarity. In the study, participants demonstrated a higher ac-
curacy for using AdaMotif (Meanacc = 0.845, SDacc = 0.048) to
identify structurally similar communities within graphs compared
to the original graph (Meanacc = 0.344, SDacc = 0.092). The accu-
racy score of AdaMotif was statistically significantly higher by 0.500,
95% CI [0.335 to 0.666] than the original graph, t(4)acc = 8.381,
pacc < 0.001, via the t-test. In terms of task completion time, AdaMotif
(Meantime = 24.417, SDtime = 30.709) also outperformed the original
graph (Meantime = 36.060, SDtime = 30.177). Based on the Wilcoxon
signed-rank test, there was a significant difference between our method
and the original graph (Ztime =−5.257, ptime < 0.001). Both in terms
of accuracy and time, AdaMotif showed significantly superior perfor-
mance (Table. 1, Fig. 10, H1 accepted).

Difference. Participants performed well utilizing both AdaMotif
and the original graph in telling different communities. The accu-
racy results for AdaMotif (Meanacc = 0.750, SDacc = 0.109) showed a
bit higher than the original graph (Meanacc = 0.717, SDacc = 0.137).
Statistical analysis via the t-test revealed no significance with the
mean difference of 0.033, 95% CI [−0.247 to 0.314], t(4)acc = 0.330,
pacc = 0.379. In terms of time efficiency, AdaMotif (Meantime =
20.671, SDtime = 21.311) recorded slightly faster than the original
graph (Meantime = 26.172, SDtime = 26.851). Based on the Wilcoxon
signed-rank test, there was a significant difference between our method
and the original graph (Ztime = −3.283, ptime = 0.001). Our method
achieves slightly better accuracy than the original graph in distinguish-
ing similar communities (Table. 1, Fig. 10), while also being more
efficient in handling these tasks. (H2 partially accepted).

Graph Size. Visual estimation of node counts in graphs becomes
increasingly challenging with larger datasets. The use of AdaMo-
tif (Meanacc = 0.511, SDacc = 0.220) showed to enhance the ac-
curacy of such estimations when compared with the original graph
(Meanacc = 0.361, SDacc = 0.168). There was no statistically signifi-
cant mean difference of 0.150, 95% CI [−0.294 to 0.594], t(4)acc =
0.940, pacc = 0.200. In terms of time period assumption, there is no
improvement of AdaMotif (Meantime = 37.239, SDtime = 40.734) over
the original graph (Meantime = 33.440, SDtime = 29.904). Based on the
Wilcoxon signed-rank test, there was no significant difference between
our method and the original graph (Ztime =−0.996, ptime = 0.319). Our
method still faces challenges in performance with very large datasets
(Table. 1, Fig. 10, H3 rejected).

Understandability. Our method (Mean = 5.965, SD = 1.048) sig-
nificantly outperforms the original graph (Mean = 3.835, SD = 1.551)
in terms of overall structural comprehensibility (Fig. 11). Based on
the Wilcoxon signed-rank test, there was a significant difference be-
tween our method and the original graph (Z = 35.500, p < 0.05, H4a
accepted). Similarly, in terms of local structural comprehensibility,
our method (Mean = 6.035, SD = 0.795) also outperforms the original
graph (Mean = 3.235, SD = 1.542) (Fig. 11). The Wilcoxon signed-
rank test suggests that there was a significant difference between our
method and the original graph (Z = 5.000, p < 0.05, H4b accepted).

In summary, our method outperforms the original graph across mul-
tiple evaluation tasks. Particularly, in the case of small-scale data, our
method excels in identifying similar community structures. As the

data scale increases, the advantages of our method become even more
pronounced, demonstrating its effectiveness in graph simplification.
Both user ratings and verbal feedback highlight the strong performance
of our method. The adaptive motifs enable users to gain a deeper under-
standing of each community and analyze the required information more
efficiently. Therefore, our method effectively simplifies the graph.

7 DISCUSSION AND FUTURE WORK

The experiments demonstrate that AdaMotif possesses distinct bene-
fits. Our simplified results are aesthetically appealing and significantly
reduce visual clutter while accentuating different patterns of graph com-
munities. Our method was initially inspired by the motif simplification
approach [16] which can discover and represent only three specific
types of structures: fan, clique, and connector. On the contrary, our
method is applicable to general graph structures. Furthermore, our
method can automatically discover any type of structure in the graph
and represent it with adaptive motifs. Our method currently only works
on undirected graphs. In the future, we plan to study the simplification
of other types of graphs (e.g., directed graphs and dynamic graphs).

While the communities revealed by our motifs are highly dependent
on the selected community detection algorithm [5], it is not limited to
that algorithm because each step of our framework is relatively inde-
pendent, and replacing that algorithm with other community detection
method will not affect the whole framework. Therefore, theoretically,
users can choose any algorithm based on their requirements to discover
the communities and represent them as motifs of different shapes.

The community similarities and differences reflected in our motifs
are based on the graph clustering and graph alignment algorithms uti-
lized. Different graph clustering algorithms may generate different
results, and the graph similarities and differences identified by graph
alignment algorithms may not be accurate. Although we know that the
maximum common subgraph method will give more accurate results,
it is an NP-hard problem, which severely limits the efficiency of our
method on large graphs. Therefore, we choose to use the graph align-
ment method with lower time complexity and higher inaccuracy. In
the future, we plan to explore whether there is any heuristic maximum
common subgraph method to improve the accuracy of our method.

Our method is more effective for graphs with clear community struc-
tures. When the graph does not own clear communities, the advantage
of our approach in visualizing large graphs can be weakened. Further-
more, our method is effective for large graphs, it is important to note
that our implemented algorithms are still limited by the computer mem-
ory and screen size. For extreme large graphs, our approach can still
suffer from scalability issues in terms of computation time and visual
clutter. In the future, we will improve the scalability of our method
to handle larger graphs. One possibility is to use GPU-accelerated
algorithms to handle super-large graphs and design methods for multi-
layered displays to address the issue of small screens.

In the field of graph simplification, information loss is an inevitable
challenge. Our method loses the original edge information between
nodes across communities. Therefore, we plan to design an appropriate
encoding scheme for the simplified edges in our results in the future.

For the layout of different community motifs, we use the basic force-
directed layout algorithm [13] in our current implementation. It will be
interesting to incorporate other algorithms [4, 51] into our approach to
further enhance our motif layout effect, which is left as future work.

8 CONCLUSION

We have proposed a novel framework for simplifying large graphs
using adaptive motif design, which combines the advantages of graph
visualization and graph mining techniques. Communities in the graph
are first detected, represented as subgraphs, and then clustered. A
representative subgraph is computed for each category. Based on graph
alignment results, a similarity-aware representative subgraph layout
algorithm, and a difference-aware individual subgraph layout algorithm
are used to decide the subgraph layouts. Finally, adaptive motifs are
generated, and these motifs replace the original subgraphs. Thus, our
method significantly simplifies the original graph, making it easier for
users to analyze and explore the community structures.
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